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Chapter two

2.1 Software Lifecycle

Each software product passing to a number of distinct stages as shown in Figure (2-1) which are:

1- Planning
2- Software analysis
3- Software design

4- Software construction

Software
5- Software evaluation or testing Implementation
6- Software deployment
7- Software maintenance
1- Planning
This stage involve:- Figure (2-1)

a- Communication:- User initiates the request for a desired software product by contacts with the

service providers to provide them with his requirement and submits the request to the organization.
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b- Feasibility Study:- the team analyzes if a software can be designed to fulfill all requirements of
the user, and if there is any possibility of software being no more useful. It is also analyzed if the
project is economically, practically, and technologically feasible for the organization to take up.
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2- Software analysis
a- The functionality of the software and constraints on its operation must be defined.

b- The developers try to bring up the best software model suitable for the project.
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3- Software design
Convert by developer

Logical software requirements ------------------- technical software design
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This happened by describe the software in such a way that programmers can write line of code that
implement what the requirements specify. Engineers produce meta-data and data dictionaries, logical
diagrams, data-flow diagrams, and in some cases pseudo codes.
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4- Software construction
is concerned with implementing the software design by means writing the programs in one or more
programming languages and then compiling and linking them. This stage content several steps:

a. Software reuse
The goal of software engineering is to achieve many features with little effort and few defects. Software
components reuse is believed to play an important role in achieving this goal by encapsulating effort in
units of source code, which can be reused in other projects.

b. Security and reliability
Software must be dependable by making it reliable (software should work very well under any
environments), secure and safety (by verifying from user authentication to using any system).

c. Software documentation
Software must be properly documented and understandable so as to minimize the cost of updates that may
occur

d. Coding standards
Coding standards are important to ensure portability and make code maintainable by others than the

original developer.

5- Software evaluation or testing

In this phase, the software is reviewed with the purpose of detecting defects.
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Starting with verification ----------------- ending with validation

Verification: - checking that the software (not the actual final product) meet the specified requirements
for that phase of life cycle, someone other than the programmer reads a program unit of limited size to
determine whether it satisfies the requirements.
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Software validation, checking that the software (during or at the end of life cycle) is what the customer

requires or meets intended use.
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6- Software deployment

Refers to all of the activities that accrue after a software system has been developed and made available

for release and use for users

- the following deployment activities

- Release, packaging, transfer, installation, update, download
7- Software maintenance

As software evolves after its first release, software maintenance is needed to improve it, i.e., support,

repair defects, and to extend it work, i.e., add new functionality.
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2.2 Software layered technology

Software engineering is a layered technology. Any software
can be developed using these layered approach. Various

layers on which the technology is based are quality focus

layer, process layer, methods layer, tools layer. As shown in
figure (2-2) Figure (2-2)

1- A quality focus: a disciplined quality management is a backbone of software engineering
technology.

2- Process layer: is a foundation of software engineering. Basically, process defines the framework
for timely delivery of software.

3- Method layer: the actual method of implementation is carried out with the help of requirement
analysis, designing, program construction, testing and maintenance.

4- Tools: are used to bring automation in software development process.

So, software engineering is a combination of process, methods and tools for development of quality

software.
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2.3 Software Process models

When you build a product or system, it’s important to go through a series of predictable steps—a road

map that helps you create a timely, high-quality result. The road map is called a ‘software process.’
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Software process is a set of activities, actions and tasks whose goal is the development of software.

There are four fundamental process activities (1. Software analysis, 2. Software design, 3.
Implementation, 4. Software maintenance), these different activities may organized in different ways and
described at different level of detail for different types of software.

A software process model (also referred as software Development process Models) is an abstract
representation of a process. It presents a description of a process from some particular perspective.

Each process model follows a life cycle in order to success in process of software development. A process
model for software engineering is chosen based on the nature of the project and application, the methods
and tools to be used, and the controls and deliverables that are required. There are variety different process

models such as:-
1- The Waterfall Model (linear sequential model)

Was first process model introduced in software engineering. This model is known as waterfall model
because all these phases overlap and feed information to each other, the second phase should not start
until the first phase has finished (when defined set of goals are achieved). The waterfall model should
only be used when the requirements are well understood and unlikely to change radically during system

development, Figure (2-3) showing waterfall model.
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This model divided into separate process phases:-
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Figure (2-3) waterfall model
1- Requirement gathering and analysis phase

The system's services, constrains and goals are established by consultation with system users. They are

then defined in detail and serve as a system specification.
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2- System and software design

Partitions the requirements to either hardware or software systems. It establishes overall system

architecture. Software design involves identifying and describing the fundamental software system

abstractions and their relationships, design focus on program attribute such as (data structure, software

architecture, interface representation, algorithm details).
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3- Implementation and unit testing phase

During this stage, the software design is realized as a set of programs or program units. Unit testing

involves verifying that each unit meets its specification.
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4- Integration and system testing

The individual program units or programs are integrated and tested as a complete system to ensure that

the software requirements have been met. After testing, the software system is delivered to the customer.
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5- Operation and maintenance

Is the longest life cycle phase. When the system is installed and put into practical use, then the error may
get introduced, correcting such errors is the major purpose of Maintenance, and also improving the

system’s services as new requirements are discovered.
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- Benefits of waterfall model

1. the documentation it produce at each phase.
2. Fit with other engineering process models.

- Drawbacks (problems) of waterfall model

1. The requirement analysis is done initialy and sometimes it is not possible to state all
therequirements explicitly in the beginning. This lead to increase of cost.
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cost

2. The customer can see the working model of the project only at the end, after reviewing of the
working model; if the customer gets dissatisfied then it causes serious problems.
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3. The linear nature of waterfall model leads to “blocking states” in which some project team
members must wait for other members of the team to complete dependent tasks. In fact, the time

spent waiting can exceed the time spent on productive work.
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4. Waterfall model is not appropriate for work with is fast-paced and subject to a never-ending

stream of changes
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2- Prototyping model

The prototype model is using for many reasons, such as:

a) A customer define a set of general objectives for software but does not identify detailed input,

processing, or output requirements.

input, processing or output <blkic JS Jualéill sasy Y g softwared! 4clall calaa ¥l (e de ganae <3 20 customer s 3
b) The developer may be unsure of the efficiency of an algorithm, the adaptability of an operating
system, or the form that human/machine interaction should take.
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When implementing a prototype model, you first develop the parts of the system you understand least,
then you begin by developing the parts of the system you understand best.

The stages of prototyping model

1- requirements gathering (listen to customer)
Developer and customer meet and define the overall objectives for the software, identify whatever
requirements are known, and outline areas where further definition is mandatory.
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A "quick design' then occurs. The quick design focuses on a representation of those aspects of the
software that will be visible to the customer/user (e.g., input approaches and output formats).
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2- Construction of prototype ( build / revise mock-up)
Writing the software code depending on the quick design information.
3- Evaluation (customer test drives mock-up):-

The prototype is evaluated by the customer/user and used to refine requirements for the software to be
developed. Iteration occurs as the prototype is tuned to satisfy the needs of the customer, while at the same

time enabling the developer to better understand what needs to be done.
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Figure (2-4): The prototyping Paradigm

Benefits of using Prototype Model:

. Improved system usability.

. A closer match of the system to users' needs.

1

2

3. Improved design quality.

4. Improved maintainability. (Detect errors earlier and save time and money).
5

. Reduce development effort

Drawbacks (problems) of Prototyping model

The prototyping can also be problematic for the following reasons:

1- The customer sees what appears to be a working version of the software, unaware that in the rush
to get it working no one has considered overall software quality or long-term maintainability.
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2- The developer often makes implementation compromises in order to get a prototype working
quickly. An inappropriate operating system or programming language may be used simply because
it is available and known; an inefficient algorithm may be implemented simply to demonstrate
capability.
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3- It may be impossible to tune the prototype to meet some important requirements that were ignored
during prototype development, such as performance, security, robustness and reliability.

V) Jia ¢ (JY) zasaill 5ot ol Lelalad a3 i) dagad) Clallaiall Gamy ddil J V1 23 saill Jasia Janiesdl) (o (55 8
A i gall 53 58 5 laY 5

4- Rapid change during development inevitably means that prototype is undocumented. Only the
design specification is the prototype code. This is not good enough for long-term maintenance.
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3. Evolution software process model

Evolutionary models are iterative. They are characterized in a manner that enables software engineers to
develop increasingly more complete versions of the software. There are several types of that model, these

are:
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b- The incremental model

c- The spiral model

d- Exploratory model
a- The incremental model (calendar time)

The incremental model combines elements of linear sequential model + iterative of prototyping model

- The incremental model applies linear sequences as calendar time progresses.

- The incremental model delivers a series of releases (increments) to the customer, more and more
functionality is associated with each increment.

- Thefirst increment is called a core product, in this release the basic requirements are implemented

and then in subsequent increments new requirement are added.
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The incremental process model, like prototyping and other evolutionary approaches, is iterative in nature.
But unlike prototyping, the incremental model focuses on the delivery of an operational product with each
increment.
operational product e 43¥ aie aling <1y prototyping model  (Js¥) zisaill Jia sl S5 s z3galll 134
increment  JS @
- For example, word-processing software developed using the incremental model as bellow:
1) In the first increment only the document processing facilities (the basic file management, editing,
and document production functions) are available.
2) In the second increment, more sophisticated document production and processing facilities.
3) In the third increment, Spelling and grammar checking.

4) Advanced page layout capability in the fourth increment.

Increment 1
Code Bol Test Delivery of
15t mcrement
- ~ - = -
Incrament 2 | Analysis feed Design Coce Beef Test Defivery of
2nd increment
Increment 3 | Anolysis fel Design fe] Code Test _ Delivery of
3rd increment
Increment 4 | Anolysis fee] Design e Code Test Delivery of
' 4th increment

Colendar time

Figure (2-5): The incremental model

When to choose it?
1. When requirements are reasonably well-defined.

2. When overall scope of the development effort suggests a purely linear effort.
3. When limited set of software functionality needed quickly.

- Incremental development is particularly useful when:

1- Staffing is unavailable for a complete implementation by the business deadline that has been
established for the project. Early increments can be implemented with fewer people. If the core

product is well received, then additional staff (if required) can be added to implement the next
increment.
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2- Increments can be planned to manage technical risks. For example, a major system might require

the availability of new hardware that is under development and whose delivery date is uncertain.

It might be possible to plan early increments in a way that avoids the use of this hardware, thereby
enabling partial functionality to be delivered to end-users without inordinate delay.
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b. The Spiral Model

- proposed by Boehm, it couples the iterative nature of prototyping + the controlled and systematic aspects
of the linear sequential model.

- This model gives efficient development of incremental versions of the software. In this model, the
software is developed in a series of increments.

- A spiral model is dividing into a number of framework activities called task regions, contain six task
regions as shown in figure (2-6):

Planning

Customer Risk analysis

communication

Project entry
point axis

Engineering

Customer

evaluation Construction & release

Product maintenance projects
Product enhancement projects

[l
[
New product development projects
1

Concept development projects

Figure (2-6): Spiral model
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1. Customer communication
-tasks required to establish effective communication between developer and customer.
O3 s shall G Jladl) Jaal 5l

2. Planning
-tasks required to define resources, timelines, and other project-related information.

resource, timelines Jic g s il (o Gla slaall g 321l 4 sllae
3. Risk analysis
-tasks required to assess both technical and management risks. Aol Al jhlall yaadl
4. Engineering

-tasks required to build one or more representations of the application.  Application J! z3lei ¢l 45 sllas

5. Construction and release
-tasks required to construct, test, install, and provide user support (e.g., documentation and training).

daa Jaladll 48K e ay )35 g addiial) andat
6. Customer evaluation

-tasks required to obtain customer feedback based on evaluation of the software representations created

during the engineering stage and implemented during the installation stage.
e Jaall 5 4liad 2y software 3 4w e J pasll Jal (e Customer feedback s U 83 5=l
- The software engineering team moves around the spiral in a clockwise direction, beginning at the center.
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Advantages of spiral model
1. Requirement changes can be made at every stage.

2. Risks can be identified and rectified before they get problematic.

- Drawbacks of spiral model:

1. It may be difficult to convince customers (particularly in contract situations) that the evolutionary

approach is controllable.
2. Requires risk assessment expertise and relies on this expertise for success.
3. The model has not been used as widely as the linear sequential or prototyping paradigms.
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4- Exploratory model

The approach is based on the idea of developing an initial working system exposing this to the user and
modifying system through many stages until performs adequately is the approach for systems where it is
very difficult or impossible to establish a detailed system specification. Therefore has been used for the

development of A.I system. it use a very high level programming language such as LISP or PROLOG for
software development

The exploratory model phases are:-

1- initial specification development :

starting point &is! immediately available information i

N
1

system construction / modification (development)

Gl slxa (3 3 52 g el lnda pUaill oaei g (318 5 oLy

w
1

system test (validation)
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1

system implementation
system finished cxiailad) (15 ghaall jteration <l ) S3 sac a2y

-The problem associated with the exploratory model

1- Itis difficult to measure or predict its cost, effectiveness.  4illad 5 43lSh guiill 5 (wld Canaall (g
2- it is limited to use with very high level language (s sl dle Ll o dalasin) uaty

Concurrent

activities
. > Initial
Specification - version
Outline | S Intermediate
description o Development versions

y _ Final
k Validation = version

Figure (2-7): Exploratory model
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